**Java Interview Questions**

**1.What is the difference between JDK, JVM and JRE.**

|  |  |  |
| --- | --- | --- |
| **JDK** | **JRE** | **JVM** |
| It stands for Java Development Kit. | It stands for Java Runtime Environment. | It stands for Java Virtual Machine. |
| It is the tool necessary to compile, document and package Java programs. | JRE refers to a runtime environment in which Java bytecode can be executed. | It is an abstract machine. It is a specification that provides a run-time environment in which Java bytecode can be executed. |
| It contains JRE + development tools. | It’s an implementation of the JVM which physically exists. | JVM follows three notations: Specification, **Implementation,**and **Runtime Instance**. |

**2. Define OOP.**

**Object-oriented programming** (**OOP**) is a computer programming model that organizes software design around data, or objects, rather than functions and logic. An object can be defined as a data field that has unique attributes and behavior.

**3.** **Why do you call java as platform independent.**

Java is called platform independent because of its byte codes which can run on any system irrespective of its underlying operating system.

**4. What are the pillars of OOPS?**

Object-Oriented Programming or OOPs is a programming style that is associated with concepts like:

* *Inheritance:*Inheritance is a process where one class acquires the properties of another.
* *Encapsulation:*Encapsulation in Java is a mechanism of wrapping up the data and code together as a single unit.
* *Abstraction:*Abstraction is the methodology of hiding the implementation details from the user and only providing the functionality to the users.
* *Polymorphism:*Polymorphism is the ability of a variable, function or object to take multiple forms.

**5. What is method overloading and method overriding?**

**Method Overloading :**

* In Method Overloading, Methods of the same class shares the same name but each method must have a different number of parameters or parameters having different types and order.
* Method Overloading is to “add” or “extend” more to the method’s behavior.
* It is a compile-time polymorphism.
* The methods must have a different signature.
* It may or may not need inheritance in Method Overloading.

**Method Overriding:**

* In Method Overriding, the subclass has the same method with the same name and exactly the same number and type of parameters and same return type as a superclass.
* Method Overriding is to “Change” existing behavior of the method.
* It is a run time polymorphism.
* The methods must have the same signature.
* It always requires inheritance in Method Overriding.

**6. What is interface in java.**

An interface in Java is a blueprint of a class or you can say it is a collection of abstract methods and static constants. In an interface, each method is public and abstract but it does not contain any constructor. Thus, interface basically is a group of related methods with empty bodies. Example:

public interface Animal {

 public void eat();

public void sleep();

public void run();

}

**7. Why multiple inheritance is not possible in java?**

The reason behind this is to prevent ambiguity. Consider a case where class B extends class A and Class C and both class A and C have the same method display(). Now **java** compiler cannot decide, which display method it should **inherit**. To prevent such situation, **multiple** inheritances is **not allowed in java**.

**8. What is abstract class?**

An abstract class is a class that is declared abstract —it may or may not include abstract methods. Abstract classes cannot be instantiated, but they can be subclassed. When an abstract class is subclassed, the subclass usually provides implementations for all of the abstract methods in its parent class.

### 9.  What is the difference between abstract classes and interfaces?

|  |  |
| --- | --- |
| **Abstract Class** | **Interfaces** |
| An abstract class can provide complete, default code and/or just the details that have to be overridden | An interface cannot provide any code at all, just the signature |
| In the case of an abstract class, a class may extend only one abstract class | A Class may implement several interfaces |
| An abstract class can have non-abstract methods | All methods of an Interface are abstract |
| An abstract class can have instance variables | An Interface cannot have instance variables |
| An abstract class can have any visibility: public, private, protected | An Interface visibility must be public (or) none |
| If we add a new method to an abstract class then we have the option of providing default implementation and therefore all the existing code might work properly | If we add a new method to an Interface then we have to track down all the implementations of the interface and define implementation for the new method |
| An abstract class can contain constructors | An Interface cannot contain constructors |
| Abstract classes are fast | Interfaces are slow as it requires extra indirection to find the corresponding method in the actual class |

### 10.  What are access modifiers in Java?

In Java, access modifiers are special keywords which are used to restrict the access of a class, constructor, data member and method in another class. Java supports four types of access modifiers:

1. *Default*
2. *Private*
3. *Protected*
4. *Public*

**11. What are the Keywords used in java?**

**Final**

It is a special keyword in Java that is used as a non-access modifier. A final variable can be used in different contexts such as:

* **final variable**

When the final keyword is used with a variable then its value can’t be changed once assigned. In case the no value has been assigned to the final variable then using only the class constructor a value can be assigned to it.

#### ****final method****

When a method is declared final then it can’t be overridden by the inheriting class.

#### ****final class****

When a class is declared as final in Java, it can’t be extended by any subclass class but it can extend other class.

**this()**

1. this can be used to refer current class instance variable.
2. this can be used to invoke current class method (implicitly)
3. this() can be used to invoke current class constructor.
4. this can be passed as an argument in the method call.
5. this can be passed as argument in the constructor call.
6. this can be used to return the current class instance from the method.

**Super**

The **super keyword** refers to superclass (parent) objects. It is **used** to call superclass methods, and to access the superclass constructor. The most common **use** of the **super keyword** is to eliminate the confusion between superclasses and subclasses that have methods with the same name.

**Finally**

The **finally keyword** is used to create a block of code that follows a try block. A **finally** block of code always executes, whether or not an exception has occurred. Using a **finally** block allows you to run any cleanup-type statements that you just wish to execute, despite what happens within the protected code.

**Static Variable**

**Static variable in Java** is **variable** which belongs to the class and initialized only once at the start of the execution. It is a **variable** which belongs to the class and not to object(instance ). **Static** variables are initialized only once, at the start of the execution.

**Static Method**

   A **static method** belongs to the class rather than the object of a class. A **static method** can be invoked without the need for creating an instance of a class. A **static method** can access **static** data member and can change the value of it.

**Static Class**

A **static class** is basically the same as a non-**static class**, but there is one difference: a **static class** cannot be instantiated. In other words, you cannot use the new operator to create a variable of the **class** type.

### 12.What is a package in Java? List down various advantages of packages.

Packages in Java, are the collection of related classes and interfaces which are bundled together. By using packages, developers can easily modularize the code and optimize its reuse. Also, the code within the packages can be imported by other classes and reused. Below I have listed down a few of its advantages:

* Packages help in avoiding name clashes
* They provide easier access control on the code
* Packages can also contain hidden classes which are not visible to the outer classes and only used within the package
* Creates a proper hierarchical structure which makes it easier to locate the related classes

**13.** **What is Java String Pool?**

Java String pool refers to a collection of Strings which are stored in heap memory. In this, whenever a new object is created, String pool first checks whether the object is already present in the pool or not. If it is present, then the same reference is returned to the variable else new object will be created in the String pool and the respective reference will be returned.

### 14. What are the different types of garbage collectors in Java?

Garbage collection in Java a program which helps in implicit memory management. Since in Java, using the new keyword you can create objects dynamically, which once created will consume some memory. Once the job is done and there are no more references left to the object, Java using garbage collection destroys the object and relieves the memory occupied by it. Java provides four types of garbage collectors:

* Serial Garbage Collector
* Parallel Garbage Collector
* CMS Garbage Collector
* G1 Garbage Collector

### 15. What are constructors in Java?

In Java, constructor refers to a block of code which is used to initialize an object. It must have the same name as that of the class. Also, it has no return type and it is automatically called when an object is created.

There are two types of constructors:

1. **Default Constructor:** In Java, a default constructor is the one which does not take any inputs. In other words, default constructors are the no argument constructors which will be created by default in case you no other constructor is defined by the user. Its main purpose is to initialize the instance variables with the default values. Also, it is majorly used for object creation.
2. **Parameterized Constructor:** The parameterized constructor in Java, is the constructor which is capable of initializing the instance variables with the provided values. In other words, the constructors which take the arguments are called parameterized constructors.

**16. What is singleton object in java?**

In Java the Singleton pattern will ensure that there is only one instance of a class is created in the Java Virtual Machine. It is used to provide global point of access to the object. In terms of practical use Singleton patterns are used in logging, caches, thread pools, configuration settings, device driver objects.

**17.** **Difference between String, StringBuilder, and StringBuffer.**

|  |  |  |  |
| --- | --- | --- | --- |
| **Factor** | **String** | **StringBuilder** | **StringBuffer** |
| *Storage Area* | Constant String Pool | Heap Area | Heap Area |
| *Mutability* | Immutable | Mutable | Mutable |
| *Thread Safety* | Yes | No | Yes |
| *Performance* | Fast | More efficient | Less efficient |

**18. Why should use public static void main in java?**

It is made public so that JVM can invoke it from outside the class as it is not present in the current class. Static: It is a keyword which is when associated with a method, makes it a class related method. The main() method is static so that JVM can invoke it without instantiating the class.

**19. What is a Thread?**

A thread is the smallest piece of programmed instructions which can be executed independently by a scheduler. In Java, all the programs will have at least one thread which is known as the main thread. This main thread is created by the JVM when the program starts its execution. The main thread is used to invoke the main() of the program.

**20. What are the two ways to create a thread?**

In Java, threads can be created in the following two ways:-

* By implementing the Runnable interface.
* By extending the Thread

**Runnable Interface**

The easiest way to create a thread is to create a class that implements the **Runnable** interface.

To implement Runnable interface, a class need only implement a single method called run( ), which is declared like this:

**public void run()**

Inside run( ), we will define the code that constitutes the new thread

### Extending Java Thread

The second way to create a thread is to create a new class that extends Thread, then override the run() method and then to create an instance of that class. The run() method is what is executed by the thread after you call start().

**21. What is multithreading in java?**

**Multithreading in**[Java](https://www.javatpoint.com/java-tutorial) is a process of executing multiple threads simultaneously.

A thread is a lightweight sub-process, the smallest unit of processing. Multiprocessing and multithreading, both are used to achieve multitasking.

However, we use multithreading than multiprocessing because threads use a shared memory area. They don't allocate separate memory area so saves memory, and context-switching between the threads takes less time than process.

**22. What is exception handling in java?**

Exception is an abnormal condition. In Java, an exception is an event that disrupts the normal flow of the program. It is an object which is thrown at runtime.

**Exception Handling**

Exception Handling is a mechanism to handle runtime errors such as ClassNotFoundException, IOException, SQLException, RemoteException, etc.

### Advantage of Exception Handling

The core advantage of exception handling is **to maintain the normal flow of the application**. An exception normally disrupts the normal flow of the application that is why we use exception handling.

**How can you handle Java exceptions?**

There are five keywords used to handle exceptions in Java:

1. try
2. catch
3. finally
4. throw
5. throws

**try**

The try statement allows you to define a block of code to be tested for errors while it is being executed.

**catch**

The catch statement allows you to define a block of code to be executed, if an error occurs in the try block.

The try and catch keywords come in pairs:

**Syntax**

try(

// Block of code

}

Catch(Exception e) {

//Block of code to handle error

}

**Finally**

The finally statement comes after the try...catch

try {

//Statements that may cause an exception

}

catch {

//Handling exception

}

finally {

//Statements to be executed

}

**Throw**

* + Throw is a keyword which is used to throw an exception explicitly in the program inside a function or inside a block of code.
  + It is followed by the instance of variable.

**Throws**

* Throws is a keyword used in the method signature used to declare an exception which might get thrown by the function while executing the code.
* It is followed by exception class names.

**23. Generic Function in java.**

The **Java Generics** programming is introduced in J2SE 5 to deal with type-safe objects. It makes the code stable by detecting the bugs at compile time.

Before generics, we can store any type of objects in the collection, i.e., non-generic. Now generics force the java programmer to store a specific type of objects.

## Advantage of Java Generics

There are mainly 3 advantages of generics. They are as follows:

**1) Type-safety:** We can hold only a single type of objects in generics. It doesn?t allow to store other objects.

Without Generics, we can store any type of objects.

**2) Type casting is not required:** There is no need to typecast the object.

Before Generics, we need to type cast.

**3) Compile-Time Checking:** It is checked at compile time so problem will not occur at runtime. The good programming strategy says it is far better to handle the problem at compile time than runtime.

**24. What are the types of Exception in java.**

Built-in exceptions are the exceptions which are available in Java libraries. These exceptions are suitable to explain certain error situations. Below is the list of important built-in exceptions in Java.

1. **ArithmeticException**  
   It is thrown when an exceptional condition has occurred in an arithmetic operation.
2. **ArrayIndexOutOfBoundsException**It is thrown to indicate that an array has been accessed with an illegal index. The index is either negative or greater than or equal to the size of the array.
3. **ClassNotFoundException**This Exception is raised when we try to access a class whose definition is not found
4. **FileNotFoundException**This Exception is raised when a file is not accessible or does not open.
5. **IOException**It is thrown when an input-output operation failed or interrupted
6. **InterruptedException**It is thrown when a thread is waiting , sleeping , or doing some processing , and it is interrupted.
7. **NoSuchFieldException**It is thrown when a class does not contain the field (or variable) specified
8. **NoSuchMethodException**It is thrown when accessing a method which is not found.
9. **NullPointerException**This exception is raised when referring to the members of a null object. Null represents nothing.

**10.NumberFormatException** This exception is raised when a method could not convert a string into a numeric format.

**11.RuntimeException** This represents any exception which occurs during runtime

12.**StringIndexOutOfBoundsException** It is thrown by String class methods to indicate that an index is either negative than the size of the string.

**25. Difference between Scanner and Buffer Reader in java.**

| **Sr. No.** | **Key** | **Scanner Class** | **BufferReader Class** |
| --- | --- | --- | --- |
| 1 | Synchronous | Scanner is not syncronous in nature and should be used only in single threaded case. | BufferReader is syncronous in nature. During multithreading environment, BufferReader should be used. |
| 2 | Buffer Memory | Scanner has little buffer of 1 KB char buffer. | BufferReader has large buffer of 8KB byte Buffer as compared to Scanner. |
| 3 | Processing Speed | Scanner is bit slower as it need to parse data as well. | BufferReader is faster than Scanner as it only reads a character stream. |
| 4 | Methods | Scanner has methods like nextInt(), nextShort() etc. | BufferReader has methods like parseInt(), parseShort() etc. |
| 5 | Read Line | Scanner has method nextLine() to read a line. | BufferReader has method readLine() to read a line. |

**26. What is Destructor in java.**

A destructor is a special [method](https://www.edureka.co/blog/java-methods/) that gets called automatically as soon as the life-cycle of an object is finished. A destructor is called to de-allocate and free memory. The following tasks get executed when a destructor is called.

* Releasing the release locks
* Closing all the database connections or files
* Releasing all the network resources
* Other Housekeeping tasks
* Recovering the heap space allocated during the lifetime of an object

Destructors in Java also known as finalizers are non-deterministic. The allocation and release of memory are implicitly handled by the [garbage collector in Java](https://www.edureka.co/blog/garbage-collection-in-java/).

**27. Why pointers are not used in Java?**

Java doesn’t use pointers because they are unsafe and increases the complexity of the program. Since, Java is known for its simplicity of code, adding the concept of pointers will be contradicting. Moreover, since JVM is responsible for implicit memory allocation, thus in order to avoid direct access to memory by the user,  pointers are discouraged in Java.

**28. What is the difference between break and continue statements?**

|  |  |
| --- | --- |
| **break** | **continue** |
| 1. Can be used in switch and loop (for, while, do while) statements | 1. Can be only used with loop statements |
| 2. It causes the switch or loop statements to terminate the moment it is executed | 2. It doesn’t terminate the loop but causes the loop to jump to the next iteration |
| 3. It terminates the innermost enclosing loop or switch immediately | 3. A continue within a loop nested with a switch will cause the next loop iteration to execute |

***Example break:***

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | **for** (**int** i = 0; i < 5; i++)  {  **if** (i == 3)  {  **break**;  }  System.out.println(i);  } |

***Example continue:***

|  |  |  |  |
| --- | --- | --- | --- |
| 1  2  3  4  5  6  7  8 | **for** (**int** i = 0; i < 5; i++)  {  **if**(i == 2)  {  **continue**;  }  System.out.println(i);  } | | |
|  | | |  |

**REAL TIME EXAMPLES IN OOPS CONCEPT:**

 There are mainly four pillars (features) of OOP. If all of these four features are presented in programming, the programming is called perfect Object Oriented Programming.

1. Abstraction
2. Encapsulation
3. Inheritance
4. Polymorphism

we think of a mobile phone as an object, its basic functionality for which it was invented were Calling & Receiving a call & Messaging. But now a days thousands of new features and models were added and the features and number of models are still growing.

## Objects

  Any real world entity which can have some characteristics or which can perform some tasks is called as Object. This object is also called an instance i.e. a copy of entity in programming language. If we consider the above example, a mobile manufacturing company can be an object. Each object can be different based on their characteristics. For example, here are two objects.

1. Mobile mbl1 = **new** Mobile ();
2. Mobile mbl2 = **new** Mobile ();

## class

  A class in OOP is a plan which describes the object. We call it a blueprint of how the object should be represented. Mainly a class would consist of a name, attributes, and operations. Considering the above example, the Mobile can be a class, which has some attributes like Profile Type, IMEI Number, Processor, and some more. It can have operations like Dial, Receive and Send Message.

## Abstraction

Abstraction allows us to expose limited data and functionality of objects publicly and hide the actual implementation. It is the most important pillar in OOPS. In our example of Mobile class and objects like Nokia, Samsung, IPhone.

Some features of mobiles,

1. Dialing a number call some method internally which concatenate the numbers and displays it on screen but what is it doing we don’t know.
2. Clicking on green button actual send signals to calling person's mobile but we are unaware of how it is doing.

This is called abstraction.

**Encapsulation**

Encapsulation is defined as the process of enclosing one or more details from outside world through access right. It says how much access should be given to particular details. Both Abstraction & Encapsulation works hand in hand because Abstraction says what details to be made visible and Encapsulation provides the level of access right to that visible details. i.e. – It implements the desired level of abstraction.

Talking about Bluetooth which we usually have it in our mobile. When we switch on a Bluetooth, I am able to connect to another mobile or bluetooth enabled devices but I'm not able to access the other mobile features like dialing a number, accessing inbox etc. This is because, Bluetooth feature is given some level of abstraction.

Another point is when mobile A is connected with mobile B via Bluetooth whereas mobile B is already connected to mobile C then A is not allowed to connect C via B. This is because of accessibility restriction.

## Polymorphism

Polymorphism can be defined as the ability of using the same name for doing different things. More precisely we say it as 'many forms of single entity'. This play a vital role in the concept of OOPS.

 Let's say Samsung mobile has a 5MP camera available i.e. – it is having a functionality of CameraClick(). Now same mobile is having Panorama mode available in camera, so functionality would be same but with mode. This type is said to be Static polymorphism or Compile time polymorphism.

## Inheritance

  Inheritance is the ability to extend the functionality from base entity in new entity belonging to same group. This will help us to reuse the functionality which is already define before and extend into entity.

 Considering the example, the above figure 1.1 itself shows what is inheritance. Basic Mobile functionality is to send a message, dial and receive a call. So the brands of mobile is using this basic functionality by extending the mobile class functionality and adding their own new features to their respective brand.

 There are mainly 4 types of inheritance,

1. Single level inheritance
2. Multi-level inheritance
3. Hierarchical inheritance
4. Hybrid inheritance
5. Multiple inheritance

**Single level inheritance**

In Single level inheritance, there is single base class & a single derived class i.e. - A base mobile features is extended by Samsung brand.
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**Multilevel inheritance**

  In Multilevel inheritance, there is more than one single level of derivation. i.e. - After base features are extended by Samsung brand. Now Samsung brand has manufactured its new model with new added features or advanced OS like Android OS, v4.4.2 (kitkat). From generalization, getting into more specification.
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**Hierarchal inheritance**

In this type of inheritance, multiple derived class would be extended from base class, it's similar to single level inheritance but this time along with Samsung, Nokia is also taking part in inheritance.

![Hierarchal inheritance](data:image/jpeg;base64,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)

**Hybrid inheritance**

Single, Multilevel, & hierarchal inheritance all together construct a hybrid inheritance.
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